|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **QUESTION 4**   1. Programming design methodologies can have a large influence on language design. Which of the otpions below is an example of a programming design methodology?  |  |  |  | | --- | --- | --- | |  |  | Orthogonality | |  |  | Step-wise refinement | |  |  | von Neumann architecture |   **QUESTION 5**   1. Some criteria for evaluating programming languange design are contraditory, requiring the designer to balance them. Which pair of criteria below are contradictory?  |  |  |  | | --- | --- | --- | |  |  | Cost and Reliability | |  |  | Readability and Writability | |  |  | Simplicity and Orthogonality |   **QUESTION 6**   1. A programmer is learning a new language. The programmer was very quickly able to pick up the language and quick write programs in the language. However, the programmer struggles with the long name and syntax, making many mistakes. Which criteria below is this language likely to have a poor evaluation on?  |  |  |  | | --- | --- | --- | |  |  | Cost | |  |  | Readablity | |  |  | Writabiliy |   **QUESTION 7**   1. Which of the following grammar rules make '+' right associative?  |  |  |  | | --- | --- | --- | |  |  | E -> E + E | |  |  | E -> E + I | |  |  | E -> I + E | |  |  |  | |  |  |

1. Consider the following grammar:   
     
   S -> aAa | bBb   
   A -> bBA | aAB | bBb   
   B -> b | bB   
     
   Which of the folloing is a string in the language generated by this grammar?

|  |  |  |
| --- | --- | --- |
|  |  | aabbbbbbbbaa |
|  |  | bbbabbbbb |
|  |  | aabbbbbbbba |

**QUESTION 9**

1. Consider the following BNF:   
   1. S -> aA
   2. S -> bB
   3. S -> cC
   4. A -> a
   5. A -> aA
   6. A -> bB
   7. A -> cC
   8. B -> b
   9. B -> bB
   10. B -> cC
   11. C -> c
   12. C -> aA
   13. C -> cC

And the following static semantics: Except for the first letter of a string, 'c' cannot appear until at least 2 'b' appear.   
  
Which of the following use **inherited** attributes to implement the static semantics?

|  |  |  |
| --- | --- | --- |
|  |  | * 1. A.bCount = 0   2. B.bCount = 1   3. C.bCount = 0   4. A[2].bCount = A[1].bCount   5. B.bCount = A.bCount + 1   6. C.bCount = A.bCount **Predicate:** A.bCount > 1   7. B[2].bCount = B[1].bCount + 1   8. C.bCount = B.bCount **Predicate:** B.bCount > 1   9. **Predicate:** C.bCount > 1   10. A.bCount = C.bCount   11. c[2].bCount = C[1].bCount **Predicate:** C[1].bCount > 1 |
|  |  | * 1. **Predicate:** if A.hasC then A.bCount > 1   2. **Predicate:** if B.hasC then B.bCOunt > 0   3. **Predicate:** if C.hasC then C.bCount > 1   4. A.bCount = 0, A.hasC = false   5. A[1].bCOunt = A[2].bCount, A[1].hasC = A[2].hasC   6. A.bCount = B.bCount + 1, A.hasC = B.hasC   7. A.bCount = 0, A.hasC = true   8. B.bCount = 1, A.hasC = false   9. B[1].bCount = B[2].bCOunt+1, B[1].hasC = B[2].hasC   10. B.bCount = 0, B.hasC = true   11. C.bCount = 0, C.hasC = true   12. C.bCount = A.bCount, C.hasC = A.hasC   13. C.bCount = 0, C.hasC = true |
|  |  | * 1. A.bCount = 0   2. B.bCount = 1   3. C.bCount = 0   4. A.bCount = 0   5. A[2].bCount = A[1].bCount, A[1].bCount2 = A[2].bCount2 **Predicate:** A[1].bCount == A[2].bCount   6. B.bCount = A.bCount+1, A.bCount2 = B.bCount2+1   7. C.bCount = A.bCount, A.bCount2 = C.bCount2   8. B.bCount = 1   9. B[2].bCount = B[1].bCount+1, B[1].bCount2 = B[2].bCount2+1   10. C.bCount = B.bCount, B.bCount2 = C.bCount2   11. C.bCount = 0   12. A.bCount = C.bCount, C.bCount2 = A.bCount2 **Predicate:** C.bCount == A.bCount   13. C[2].bCount = C[1].bCount, C[2].bCount2 = C[1].bCount2 |

**QUESTION 10**

1. Consider the following grammar:   
   * S -> aA | bB
   * A -> b | aA
   * B -> a | abB

the following transfomation: 

* + replace all substring of 'a' with the number of 'a's in that substring, always taking the maximum number of 'a's you can
  + replace any 'b' with 1

and the following denotational semantics:

* + M(a)=1
  + M(b)=1
  + M(aA)= 10 + M(A)
  + M(bB) = 10 + M(B)
  + M(abB)= 110 + M(B)

If the "meaning" of a string in this language is the above transformation regarded as a decimal number, which statement about the denotational semantics is true?

|  |  |  |
| --- | --- | --- |
|  |  | The denotational semantics are almost completely wrong, and most rules need to be rewritten. |
|  |  | The denotational semantics perfectly specify the dynamic semantics of this language. |
|  |  | The denotational semantics require one of its rules to be modified before it is correct. |
|  |  | The denotational semantics specify the dynamic semantics, but is considerably more complicated than needed. |

**QUESTION 11**

1. Consider the following grammar:   
   * S -> aA | bB
   * A -> b | aA
   * B -> a | abB

the following transfomation: 

* + replace all substring of 'a' with the number of 'a's in that substring, always taking the maximum number of 'a's you can
  + replace any 'b' with 1

and the following operational semantics:

* + Start each program with: VAL num = 0
  + For each symbok in the string from left to right:
    - If the symbol is an 'a' add: VAL num = num +1
    - If the symbol is an 'b' and is followed by the end of the string add: VAL num = 10\*num+1
    - If the symbol is an 'b' and is folowed by an 'a': VAL num = 10\*(10\*num+1)
  + End each program with DISPLAY num

If the "meaning" of a string in this language is the above transformation regarded as a decimal number, which statement about the operational semantics is true?

|  |  |  |
| --- | --- | --- |
|  |  | The operational semantics are almost completely wrong, and most rules need to be rewritten. |
|  |  | The operational semantics perfectly specify the dynamic semantics of this language. |
|  |  | The operational semantics require one of its rules to be modified before it is correct. |
|  |  | The operational semantics specify the dynamic semantics, but is considerably more complicated than needed. |

**QUESTION 12**

1. Consider the following grammar:   
   * S -> aA | bB
   * A -> b | aA
   * B -> a | abB

the following transfomation: 

* + replace all substring of 'a' with the number of 'a's in that substring, always taking the maximum number of 'a's you can
  + replace any 'b' with 1

and the following axiomatic semantics:   
  
![https://elearning.utdallas.edu/bbcswebdav/courses/2198-merged-CE4337003-CS4337003/midterm/03_06.jpg](data:image/jpeg;base64,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)   
  
If the "meaning" of a string in this language is the above transformation regarded as a decimal number, which statement about the axiomatic semantics is true?

|  |  |  |
| --- | --- | --- |
|  |  | The axiomatic semantics are almost completely wrong, and most rules need to be rewritten. |
|  |  | The axiomatic semantics perfectly specify the dynamic semantics of this language. |
|  |  | The axiomatic semantics require one of its rules to be modified before it is correct. |
|  |  | The axiomatic semantics specify the dynamic semantics, but is considerably more complicated than needed. |

**QUESTION 13**

1. Consider the following grammar:
   * S -> AB | CD
   * A -> a | bA | DB
   * B -> b | aA
   * C -> c | BD
   * D -> d | baC

According to the pairwise disjointness test is this grammar disjoint? Why?

|  |  |  |
| --- | --- | --- |
|  |  | No. The intersection of the first sets of both rules for S is not empty. |
|  |  | No. The second rule for A and the first rule for B start with the same symbol. |
|  |  | Yes. No rule for the same non terminal starts with the same symbol. |
|  |  | Yes. The intersection of the first sets for each rule for some nonterminal is empty. |

**QUESTION 14**

1. Consider the following left-recursive grammar:
   * L -> a | b | La | Lb

Which of the following grammars uses the algorithm from the book to eliminate the left-recursion?

|  |  |  |
| --- | --- | --- |
|  |  | * + L -> aM | bM   + M -> aM | bM | ε |
|  |  | * + L -> a | b | aL | bL |
|  |  | * + L -> aM | bM   + M -> aM | bM | a | b |

**QUESTION 15**

1. Consider the following rucursive descent parser:   
     
   void A() {   
      if( NEXT\_TOKEN == 'a' ) {   
         lex();   
         if( NEXT\_TOKEN == 'a') {   
            lex();   
            A();   
            lex();   
            C();   
         }   
         else   
           error();   
      }   
      else if(NEXT\_TOKEN == 'b') {   
            lex();   
            B();   
            lex();   
            C();   
      }   
      else   
         error();   
   }   
     
   void B() {   
      if( NEXT\_TOKEN == 'a' ) {   
         lex();   
         if( NEXT\_TOKEN == 'b' ) {   
            lex();   
            B();   
         }   
         else   
            error();   
      }   
      else if ( NEXT\_TOKEN != 'b' ) {   
          error();   
      }   
   }   
     
   void C() {   
      if( NEXT\_TOKEN == 'c' ) {   
         lex();   
         if( NEXT\_TOKEN == 'a' ) {   
            lex();   
            if( NEXT\_TOKEN != 'b' ) {   
                error();   
            }   
         }   
         else   
            error();   
      }   
      else   
         error();   
   }   
     
   Which of the following strings will parse without an error?

|  |  |  |
| --- | --- | --- |
|  |  | aabbcabcab |
|  |  | aacabbbcab |
|  |  | aaaabbbbcab |

**QUESTION 16**

1. Consider the following grammar:
   * S -> AA | BB
   * A -> a | aSa
   * B -> b | bSb

and the string: abbaabba   
  
Which of the following lists the phrases( using [] to denote the phrase) while labeling the simple phrases and handle?

|  |  |  |
| --- | --- | --- |
|  |  | [abbaabba], (simple) a[b]baabba, (simple) ab[b]aabba, a[bb]aabba, [abba]abba, (simple) abbaa[b]ba, (simple, handle) abbaab[b]a, abbaa[bb]a, abba[abba] |
|  |  | [abbaabba], (simple) a[b]baabba, (simple) ab[b]aabba, (simple) a[bb]aabba, [abba]abba, (simple) abbaa[b]ba, (simple, handle) abbaab[b]a, abbaa[bb]a, abba[abba] |
|  |  | [abbaabba], (simple, handle) a[b]baabba, (simple) ab[b]aabba, a[bb]aabba, [abba]abba, (simple) abbaa[b]ba, (simple) abbaab[b]a, abbaa[bb]a, abba[abba] |
|  |  | [abbaabba], (simple, handle) a[b]baabba, (simple) ab[b]aabba, (simple) a[bb]aabba, [abba]abba, (simple) abbaa[b]ba, (simple) abbaab[b]a, abbaa[bb]a, abba[abba] |

**QUESTION 17**

1. Recall the grammar and Shift-Reduce parser table from the book:   
     
   1. E -> E + T
   2. E -> T
   3. T -> T \* F
   4. T -> F
   5. F -> ( E )
   6. F -> id

**QUESTION 19**

1. Which of the following situations describe when a history-sensitive variable is useful?

|  |  |  |
| --- | --- | --- |
|  |  | Calling a function with large local variables |
|  |  | Implementing a random number generator function |
|  |  | To keep a log of changes to a state variable |

**QUESTION 20**

1. Recall that javascript does not have types, and the type of a variable is bound on assignment. What type of binding is this?

|  |  |  |
| --- | --- | --- |
|  |  | Explicit Heap-Dynamic |
|  |  | Implicit Heap-Dynamic |
|  |  | Stack-Dynamic |
|  |  | Static |

**QUESTION 21**

1. Consider the following program:   
     
   var x = 0;   
   function sub1() {   
      var x = 1;   
      function sub2() {   
         function sub3() {   
            print x;   
         }   
         sub3();   
      }   
      function sub4() {   
         var x = 2;   
         sub2();    
      }   
      sub4();   
   }   
   sub1();   
   If this code uses static scoping, when it is executed what is printed?

|  |  |  |
| --- | --- | --- |
|  |  | 0 |
|  |  | 1 |
|  |  | 2 |

**QUESTION 22**

1. Consider the following program:   
     
   var x = 0;   
   function sub1() {   
      var x = 1;   
      function sub2() {   
         function sub3() {   
            print x;   
         }   
         sub3();   
      }   
      function sub4() {   
         var x = 2;   
         sub2();    
      }   
      sub4();   
   }   
   sub1();   
   If this code uses dynamic scoping, when it is executed what is printed?

|  |  |  |
| --- | --- | --- |
|  |  | 0 |
|  |  | 1 |
|  |  | 2 |

**QUESTION 23**

1. Consider the following program:   
     
   void fun1 (void);   
   void fun2 (void);   
   void fun2 (void);   
     
   void main() {   
      int a, b, c;   
   }   
     
   void fun1() {   
      int b, c, d;   
   }   
     
   void fun2() {   
      int c, d, e;   
   }   
     
   void fun3() {   
      int d, e, f;   
   }   
   and the following call sequence: main calls fun2; fun2 calls fun1; fun1 calls fun3.   
     
   Assuming dynamic scoping, what are the variables visible within fun3?

|  |  |  |
| --- | --- | --- |
|  |  | d, e, and f from fun3 |
|  |  | d, e, and f from fun3; a, b, anc c from main |
|  |  | d, e, and f from fun3; b and c from fun 1; a from main |

**QUESTION 24**

1. Consider the following program:   
     
   void fun1 (void);   
   void fun2 (void);   
   void fun2 (void);   
     
   void main() {   
      int a, b, c;   
   }   
     
   void fun1() {   
      int b, c, d;   
   }   
     
   void fun2() {   
      int c, d, e;   
   }   
     
   void fun3() {   
      int d, e, f;   
   }   
   and the following call sequence: main calls fun1; fun1 calls fun3; fun3 calls fun2.   
     
   Assuming dynamic scoping, what are the variables visible within fun2?

|  |  |  |
| --- | --- | --- |
|  |  | a, b , and c from main; d from fun 1; e and f from fun3 |
|  |  | a from main; b from fun1; f from fun 3; c, d, and e from fun2 |
|  |  | c, d, and e from fun2 |

**QUESTION 25**

1. Why is a boolean usually not implemented as a single bit?

|  |  |  |
| --- | --- | --- |
|  |  | Bitwise operations would be needed to extract the bit |
|  |  | Storing a single bit is more expensive than an integer |
|  |  | The CPU cannot fetch a single bit from main memory |

**QUESTION 26**

1. In ALGOL, matrices are stored as a single dimensional array of pointers to the rows. Which statement about ALGOL matrices below is true?

|  |  |  |
| --- | --- | --- |
|  |  | Allows for simpler row manipulation in exchange for more complicated element access |
|  |  | Faster element access in exchange for more complicated row access |
|  |  | More compact representation in exchange for less efficient access of elements |

**QUESTION 27**

1. Given a 3-by-3, 2 dimensional array of bytes (size 1), A, stored in row-major order:   
   If the row indices start at 5, column indices start at 2, and the address of A[5,2] is 516, what is the address for A[7,3]?

|  |  |  |
| --- | --- | --- |
|  |  | 523 |
|  |  | 526 |
|  |  | 549 |

**QUESTION 28**

1. Why might we want to use references over pointers?

|  |  |  |
| --- | --- | --- |
|  |  | Increased expressively. References can do more than pointers. |
|  |  | Increased readability. References do not need to be passed by reference. |
|  |  | Increase reliability. References limit what can be pointed to. |

**QUESTION 29**

1. What is the difference between enumeration types in java and c++?

|  |  |  |
| --- | --- | --- |
|  |  | C++ enumerators can be coerced to an integer |
|  |  | Java enumerators are more efficient than c++ |
|  |  | Java enumerators can be String objects |

**QUESTION 30**

1. How does a decimal value waste memory?

|  |  |  |
| --- | --- | --- |
|  |  | It does not use the "exponent" part of the floating point |
|  |  | It takes less than a byte to represent a digit |
|  |  | Memory must be allotted for the decimal point |

**QUESTION 31**

1. Assume the following rules for associativity and precedence:

|  |  |  |
| --- | --- | --- |
| Precedence | Highest | \*,/,not |
|  |  | +, -, &, mod |
|  |  | - (unary) |
|  |  | =,/=,<,<=,>=,> |
|  |  | and |
|  | Lowest | xor, or |
| Associativity | Left to Right |  |

1. Given the string: a + b or c mod d = not e   
   Which parenthesised expression below represents the order of evaluation?

|  |  |  |
| --- | --- | --- |
|  |  | ((a + b) or (c mod d)) = (not e) |
|  |  | (((((a + b) or c) mod d) = (not e))) |
|  |  | ((a + b) or ((c mod d) = (not e))) |

**QUESTION 32**

1. Consider the following program: int f(int\* k) {   
     \*k -= 2;   
     return 2\*(\*k) + 1;   
   }   
     
   void main() {   
     int i = 5, j = 5, sum1, sum2;   
     sum1 = (i/2) + f(&i);   
     sum2 = f(&j) + (j/2);   
   }   
   What is the value of sum1 and sum2 if operands are evaluated right to left?

|  |  |  |
| --- | --- | --- |
|  |  | sum1 == 8, sum2 == 8 |
|  |  | sum1 == 8, sum2 == 9 |
|  |  | sum1 == 9, sum2 == 8 |
|  |  | sum1 == 9, sum2 == 9 |

**QUESTION 33**

1. Assume the following rules for associativity and precedence:

|  |  |  |
| --- | --- | --- |
| Precedence | Highest | \*,/,not |
|  |  | +, -, &, mod |
|  |  | - (unary) |
|  |  | =,/=,<,<=,>=,> |
|  |  | and |
|  | Lowest | xor, or |
| Associativity | Left to Right |  |

1. Given the string: 3 + 6 mod 7 - 5 & 6   
   Which parenthesised expression below represents the order of evaluation?

|  |  |  |
| --- | --- | --- |
|  |  | ((3 + (6 mod 7)) - (5 & 6)) |
|  |  | ((3 + (6 mod 7) - 5) & 6) |
|  |  | ((((3 + 6) mod 7) - 5) & 6) |

**QUESTION 34**

1. Consider the follow program:   
     
   int f(int \*i) {   
     \*i = (\*i>=0) ? \*i + 1 : 0;   
     return 4;   
   }   
     
   void main() {   
      int x = -5, y;   
     
      y = f(&x) + x + f(&x) - x - f(&x);   
   }   
   What is the value of y if operands are evaluated left to right? What is the value of y if operands are evaluated right to left?

|  |  |  |
| --- | --- | --- |
|  |  | left to right: 3, right to left: 3 |
|  |  | left to right: 3, right to left: 4 |
|  |  | left to right: 3, right to left: 5 |
|  |  | left to right: 4, right to left: 3 |
|  |  | left to right: 4, right to left: 4 |
|  |  | left to right: 4, right to left: 5 |
|  |  | left to right: 5, right to left: 3 |
|  |  | left to right: 5, right to left: 4 |
|  |  | left to right: 5, right to left: 5 |

**QUESTION 35**

1. Assume the following rules for associativity and precedence:

|  |  |  |
| --- | --- | --- |
| Precedence | Highest | \*,/,not |
|  |  | +, -, &, mod |
|  |  | - (unary) |
|  |  | =,/=,<,<=,>=,> |
|  |  | and |
|  | Lowest | xor, or |
| Associativity | Left to Right |  |

1. Given the string: -a or c = d and c   
   Which parenthesised expression below represents the order of evaluation?

|  |  |  |
| --- | --- | --- |
|  |  | ((-a) or ((c = d) and c)) |
|  |  | (((-a) or c) = (d and c)) |
|  |  | (((-a) or (c = d)) and c) |

**QUESTION 36**

1. COnsider the follow program: bool f(bool \*i) {   
       \*i = !(\*i);   
       return true;   
   }   
     
   void main() {   
      bool b = true, b2;   
     
      b2 = b && f(&b) && b && f(&b);   
   }   
   In the expression in the assignemnt to b2 what is actually evaluated?

|  |  |  |
| --- | --- | --- |
|  |  | b |
|  |  | b && f(&b) |
|  |  | b && f(&b) && b |
|  |  | b && f(&b) && b && f(&b) |